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Abstract. We present a sound static analysis technique for fighting the combi-
natorial explosion of parameterised Boolean equation systems (PBESs). These
essentially are systems of mutually recursive fixed point equations ranging over
first-order logic formulae. Our method detects parameters that are not live by
analysing a control flow graph of a PBES, and it subsequently eliminates such
parameters. We show that a naive approach to constructing a control flow graph,
needed for the analysis, may suffer from an exponential blow-up, and we define
an approximate analysis that avoids this problem. The effectiveness of our tech-
niques is evaluated using a number of case studies.

1 Introduction

Parameterised Boolean equation systems (PBESs) [7] are systems of fixpoint equations
that range over first-order formulae; they are essentially an equational variation of Least
Fixpoint Logic (LFP). Fixpoint logics such as PBESs have applications in database
theory and computer aided verification. For instance, the CADP [6] and mCRL2 [4]
toolsets use PBESs for model checking and equivalence checking and in [2] PBESs are
used to solve Datalog queries.

In practice, the predominant problem for PBESs is evaluating (henceforth referred
to as solving) them so as to answer the decision problem encoded in them. There are a
variety of techniques for solving PBESs, see [7], but the most straightforward method
is by instantiation to a Boolean equation system (BES) [10], and then solving this BES.
This process is similar to the explicit generation of a behavioural state space from its
symbolic description, and it suffers from a combinatorial explosion that is akin to the
state space explosion problem. Combatting this combinatorial explosion is therefore
instrumental in speeding up the process of solving the problems encoded by PBESs.

While several static analysis techniques have been described using fixpoint logics,
see e.g. [3], with the exception of the static analysis techniques for PBESs, described
in [12], no such techniques seem to have been employed to simplify expressions in
fixpoint logics.

Our main contribution in this paper is a static analysis method for PBESs that signif-
icantly improves over the aforementioned techniques for simplifying PBESs. In our
method, we construct a control flow graph (CFG) for a given PBES and subsequently



apply state space reduction techniques [5, 16], combined with liveness analysis tech-
niques from compiler technology [1]. These typically scrutinise syntactic descriptions
of behaviour to detect and eliminate variables that at some point become irrelevant
(dead, not live) to the behaviour, thereby decreasing the complexity.

The notion of control flow of a PBES is not self-evident: formulae in fixpoint logics
(such as PBESs) do not have a notion of a program counter. Our notion of control flow is
based on the concept of control flow parameters (CFPs), which induce a CFG. Similar
notions exist in the context of state space exploration, see e.g. [14], but so far, no such
concept exists for fixpoint logics.

The size of the CFGs is potentially exponential in the number of CFPs. We there-
fore also describe a modification of our analysis—in which reductive power is traded
against a lower complexity—that does not suffer from this problem. Our static analy-
sis technique allows for solving PBESs using instantiation that hitherto could not be
solved this way, either because the underlying BESs would be infinite or they would be
extremely large. We show that our methods are sound; i.e., simplifying PBESs using
our analyses leads to PBESs with the same solution.

Our static analysis techniques have been implemented in the mCRL2 toolset [4]
and applied to a set of model checking and equivalence checking problems. Our experi-
ments show that the implementations outperform existing static analysis techniques for
PBESs [12] in terms of reductive power, and that reductions of almost 100% of the size
of the underlying BESs can be achieved. Our experiments confirm that the optimised
version sometimes achieves slightly less reduction than our non-optimised version, but
is faster. Furthermore, in cases where no additional reduction is achieved compared to
existing techniques, the overhead is mostly negligible.

Structure of the paper. In Section 2 we give a cursory overview of basic PBES theory
and in Section 3, we present an example to illustrate the difficulty of using instantiation
to solve a PBES and to sketch our solution. In Section 4 we describe our construction of
control flow graphs for PBESs and in Section 5 we describe our live parameter analysis.
We present an optimisation of the analysis in Section 6. The approach is evaluated in
Section 7, and Section 8 concludes. We refer to [9] for proofs and additional results.

2 Preliminaries

Throughout this paper, we work in a setting of abstract data types with non-empty data
sorts D1, Do, . .., and operations on these sorts, and a set D of sorted data variables. We
write vectors in boldface, e.g. d is used to denote a vector of data variables. We write
d; to denote the ¢-th element of a vector d.

A semantic set D is associated to every sort D, such that each term of sort D, and
all operations on D are mapped to the elements and operations of ID they represent.
Ground terms are terms that do not contain data variables. For terms that contain data
variables, we use an environment § that maps each variable from D to a value of the
associated type. We assume an interpretation function -] that maps every term ¢ of sort
D to the data element [¢]4 it represents, where the extensions of ¢ to open terms and
vectors are standard. Environment updates are denoted d[v/d], where 6[v/d](d') = v if
d’ = d, and §(d’) otherwise.



We specifically assume the existence of a sort B with elements true and false rep-
resenting the Booleans B and a sort N = {0, 1,2, ...} representing the natural numbers
N. For these sorts, we assume that the usual operators are available and, for readability,
these are written the same as their semantic counterparts.

Parameterised Boolean equation systems [11] are sequences of fixed-point equa-
tions ranging over predicate formulae. The latter are first-order formulae extended with
predicate variables, in which the non-logical symbols are taken from the data language.

Definition 1. Predicate formulae are defined through the following grammar:
p,pu=blX(e)| oA | eV |Vd: Dp|3d: D.p

in which b is a data term of sort B, X (e) is a predicate variable instance (PVI) in which
X is a predicate variable of sort D — B, taken from some sufficiently large set P of
predicate variables, and e is a vector of data terms of sort D. The interpretation of a
predicate formula  in the context of a predicate environment n: P — D — B and a
data environment 4 is denoted as [¢]nd, where:

| true if5(b) | true ifn(X)(é(e))
[bJno = {false otherwise [X(e)Ind = {false otherwise
[¢ A Ind = [¢]nd and []nd hold ¢V ]nd = [¢lnd or [¢/]ns hold
[Vd: D. ¢]né = forallv € D, [¢]ndlv/d] holds
[3d: D. ¢]né = for some v € D, [P]ndlv/d] holds

We assume the usual precedence rules for the logical operators. Logical equivalence
between two predicate formulae ¢, ¢, denoted ¢ = 1, is defined as [p]nd = [¢]nd for
all 7, . Freely occurring data variables in  are denoted by F'V (). We refer to X (e)
occurring in a predicate formula as a predicate variable instance (PVI).

Definition 2. PBESs are defined by the following grammar:
£ 5= 0| (vX(d: D) = )€ | (uX(d: D) = p)€

in which () denotes the empty equation system; | and v are the least and greatest fixed
point signs, respectively; X is a sorted predicate variable of sort D — B, d is a vector
of formal parameters, and ¢ is a predicate formula. We henceforth omit a trailing ().

By convention ¢ x denotes the right-hand side of the defining equation for X in a
PBES ¢&; par(X) denotes the set of formal parameters of X; and we assume that
FV(px) C par(X), and that par(X) is disjoint from the set of quantified variables. By
superscripting a formal parameter with the predicate variable to which it belongs, we
distinguish between formal parameters for different predicate variables, i.e., we write
dX when d € par(X). We write o to stand for either y or v.

The set of bound predicate variables of some PBES &, denoted bnd(£), is the set
of predicate variables occurring at the left-hand sides of the equations in £. Throughout
this paper, we deal with PBESs that are both well-formed, i.e. for every X € bnd(E)
there is exactly one equation in £, and closed, i.e. for every X € bnd(E), only predicate
variables taken from bnd(&) occur in ¢ x.



To each PBES £ we associate a top assertion, denoted init X (v), where we require
X € bnd(€). For a parameter d,,, € par(X) for the top assertion init X (v) we define
the value init(d,,) as v,,.

We next define a PBES’s semantics. Let B” denote the set of functions f: D — B, and
define the ordering C as f C g iff forall v € D, f(v) implies g(v). For a given pair of
environments 0, 7, a predicate formula ¢ gives rise to a predicate transformer 7" on the
complete lattice (BP, C) as follows: T'(f) = Av € D.[¢]n[f/X]d[v/d).

Since the predicate transformers defined this way are monotone, their extremal fixed
points exist. We denote the least fixed point of a given predicate transformer 7" by uT,
and the greatest fixed point of 7" is denoted 7.

Definition 3. The solution of an equation system in the context of a predicate environ-
ment 1) and data environment ¢ is defined inductively as follows:

[0]n6 =7
[(uX(d: D) = ox)Ené = [E]n[pnT/X]o
[(vX(d: D) = px)Ené = [E]n[vT/X]é

with T(f) = dv € D.[ex|([€]nlf/X]6)é[v/d]

The solution prioritises the fixed point signs of left-most equations over the fixed point
signs of equations that follow, while respecting the equations. Bound predicate vari-
ables of closed PBESs have a solution that is independent of the predicate and data
environments in which it is evaluated. We therefore omit these environments and write
[E](X) instead of [E]nd(X).

3 A Motivating Example

In practice, solving PBESs proceeds via instantiating [13] into Boolean equation sys-
tems (BESs), for which solving is decidable. The latter is the fragment of PBESs with
equations that range over propositions only, i.e., formulae without data and quantifica-
tion. Instantiating a PBES to a BES is akin to state space exploration and suffers from
a similar combinatorial explosion. Reducing the time spent on it is thus instrumental in
speeding up, or even enabling the solving process. We illustrate this using the following
(academic) example, which we also use as our running example:

vX (i, 5,k l: N)=(G#1Vi#£1VX(2,5,k1l4+1)AVm: N.Z(i,2,m+ k, k)
wY (i,4,k,1: N) =k=1V (i =2AX(1,4,k,1))
vZ(i, 5, k,0: N) =(k<10Vj=2)A(j#2VY(1,1,1,1)) AY(2,2,1,])

The presence of PVIs X (2,4, k,l+ 1) and Z(i,2, m + k, k) in X’s equation means the
solution to X (1,1, 1, 1) depends on the solutions to X (2,1,1,2) and Z(1,2,v + 1, 1),
for all values v, see Fig. 1. Instantiation finds these dependencies by simplifying the
right-hand side of X when its parameters have been assigned value 1:

(1#£1V1£1VX(2,1,1,141)AVm: N.Z(1,2,m+1,1)
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Fig. 1. Dependency graph Fig. 2. Control flow graph for the running example

Since for an infinite number of different arguments the solution to Z must be computed,
instantiation does not terminate. The problem is with the third parameter (k) of Z. We
cannot simply assume that values assigned to the third parameter of Z do not matter;
in fact, only when 7 = 2, Z’s right-hand side predicate formula does not depend on
k’s value. This is where our developed method will come into play: it automatically
determines that it is sound to replace PVI Z (i, 2, m + k, k) by, e.g., Z(4,2,1, k) and to
remove the universal quantifier, enabling us to solve X (1,1, 1, 1) using instantiation.

Our technique uses a Control Flow Graph (CFG) underlying the PBES for analysing
which parameters of a PBES are /ive. The CFG is a finite abstraction of the dependency
graph that would result from instantiating a PBES. For instance, when ignoring the third
and fourth parameters in our example PBES, we find that the solution to X (1, 1, %, )
depends on the first PVI, leading to X (2,1, *, ) and the second PVI in X’s equa-
tion, leading to Z (1,2, *, x). In the same way we can determine the dependencies for
Z(1,2, %, %), resulting in the finite structure depicted in Fig. 2. The subsequent live-
ness analysis annotates each vertex with a label indicating which parameters cannot
(cheaply) be excluded from having an impact on the solution to the equation system;
these are assumed to be live. Using these labels, we modify the PBES automatically.

Constructing a good CFG is a major difficulty, which we address in Section 4. The
liveness analysis and the subsequent modification of the analysed PBES is described in
Section 5. Since the CFG constructed in Section 4 can still suffer from a combinatorial
explosion, we present an optimisation of our analysis in Section 6.

4 Constructing Control Flow Graphs for PBESs

The vertices in the control flow graph we constructed in the previous section represent
the values assigned to a subset of the equations’ formal parameters whereas an edge be-
tween two vertices captures the dependencies among (partially instantiated) equations.
The better the control flow graph approximates the dependency graph resulting from an
instantiation, the more precise the resulting liveness analysis.

Since computing a precise control flow graph is expensive, the problem is to com-
pute the graph effectively and to balance precision and cost. To this end, we first identify



a set of control flow parameters; the values to these parameters will make up the ver-
tices in the control flow graph. While there is some choice for control flow parameters,
we require that these are parameters for which we can statically determine:
1. the (finite set of) values these parameters can assume,
2. the set of PVIs on which the truth of a right-hand side predicate formula may de-
pend, given a concrete value for each control flow parameter, and
3. the values assigned to the control flow parameters by all PVIs on which the truth of

a right-hand side predicate formula may depend.

In addition to these requirements, we impose one other restriction: control flow parame-
ters of one equation must be mutually independent; i.e., we have to be able to determine
their values independently of each other. Apart from being a natural requirement for a
control flow parameter, it enables us to devise optimisations of our liveness analysis.

We now formalise these ideas. First, we characterise three partial functions that to-
gether allow to relate values of formal parameters to the dependency of a formula on
a given PVI. Our formalisation of these partial functions is based on the following ob-
servation: if in a formula , we can replace a particular PVI X (e) with the subformula
¥ A X (e) without this affecting the truth value of (, we know that ¢’s truth value only
depends on X (e)’s whenever ¢ holds. We will choose v such that it allows us to pin-
point exactly what value a formal parameter of an equation has (or will be assigned
through a PVI). Using these functions, we then identify our control flow parameters by
eliminating variables that do not meet all of the aforementioned requirements.

In order to reason about individual PVIs occurring in predicate formulae we intro-
duce the notation necessary to do so. Let npred(y) denote the number of PVIs occurring
in a predicate formula . The function PVI(¢, i) is the formula representing the i PVI
in ¢, of which pv(¢p, ) is the name and arg((p, i) represents the term that appears as the
argument of the instance. In general arg(¢, ) is a vector, of which we denote the j
argument by arg; (i, ). Given predicate formula 1) we write ©li — 1] to indicate that
the PVI at position i is replaced syntactically by 1 in ¢.

Definition 4. Lets: PXxN XN =D, t: PxXNXN —= D,andc: PxNxN —= N
be partial functions, where D is the union of all ground terms. The triple (s,t,c) is a
unicity constraint for PBES & if for all X € bnd(€), i, j, k € N and ground terms e:

— (source) if s(X,1,j)=e then px = px[i — (d; = e APVI(px,1))],

— (target) if t(X, i, j)=e then px = pxli — (arg;(px,i) = e APVI(px,i))],

= (copy) if (X, 1, j)=k then px = ox[i — (arg,(vx,1) = d; APVI(¢x,1))].

Observe that indeed, function s states that, when defined, formal parameter d; must
have value s(X, 1, j) for ¢ x’s truth value to depend on that of PVI(¢x,%). In the same
vein t(X, i, 7), if defined, gives the fixed value of the " formal parameter of pv(¢x, ).
Whenever c¢(X, i, j) = k the value of variable d; is transparently copied to position k
in the i predicate variable instance of ¢ x. Since s, ¢ and c are partial functions, we do
not require them to be defined; we use L to indicate this.

Example 1. A unicity constraint (s,t,¢) for our running example could be one that
assigns s(X,1,2) = 1, since parameter 5~ must be 1 to make X’s right-hand side
formula depend on PVI X (2, j, k, 1 + 1). We can set t(X, 1,2) = 1, as one can deduce



that parameter ;X is set to 1 by the PVI X (2, j,k,[ + 1); furthermore, we can set
c(Z,1,4) = 3, as parameter k¥ is set to [#’s value by PVI Y (1, 1,1, 1).

From hereon, we assume that £ is an arbitrary PBES with (source, target, copy) a unic-
ity constraint we can deduce for it. Notice that for each formal parameter for which
either source or target is defined for some PVI, we have a finite set of values that this
parameter can assume. However, at this point we do not yet know whether this set of
values is exhaustive: it may be that some PVIs may cause the parameter to take on ar-
bitrary values. Below, we will narrow down for which parameters we can ensure that
the set of values is exhaustive. First, we eliminate formal parameters that do not meet
conditions 1-3 for PVIs that induce self-dependencies for an equation.

Definition 5. A parameter d,, € par(X) is a local control flow parameter (LCFP) if for
all i such that pv(px,i) = X, either source(X,i,n) and target(X,i,n) are defined,
or copy(X,i,n) =n.

Example 2. Formal parameter [X in our running example does not meet the conditions
of Def. 5 and is therefore not an LCFP. All other parameters in all other equations are
still LCFPs since X is the only equation with a self-dependency.

From the formal parameters that are LCFPs, we next eliminate those parameters that do
not meet conditions 1-3 for PVIs that induce dependencies among different equations.

Definition 6. A parameter d,, € par(X) is a global control flow parameter (GCFP) if
it is an LCFP, and for all Y € bnd(E) \ {X} and all i such that pv(py,i) = X, either
target(Y, i, n) is defined, or copy(Y, i, m) = n for some GCFP d,, € par(Y).

The above definition is recursive in nature: if a parameter does not meet the GCFP
conditions then this may result in another parameter also not meeting the GCFP con-
ditions. Any set of parameters that meets the GCFP conditions is a good set, but larger
sets possibly lead to better information about the control flow in a PBES.

Example 3. Formal parameter £ in our running example is not a GCFP since in PVI
Z(i,2,m + k, k) from X s equation, the value assigned to k% cannot be determined.

The parameters that meet the GCFP conditions satisfy the conditions 1-3 that we im-
posed on control flow parameters: they assume a finite set of values, we can deduce
which PVIs may affect the truth of a right-hand side predicate formula, and we can
deduce how these parameters evolve as a result of all PVIs in a PBES. However, we
may still have parameters of a given equation that are mutually dependent. Note that
this dependency can only arise as a result of copying parameters: in all other cases, the
functions source and target provide the information to deduce concrete values.

Example 4. GCFP kY affects GCFP kX s value through PVI X (1, j, k, 1); likewise, kX
affects 1%’s value through PVI Z (4,2, m + k, k). Through the PVI Y (2,2,1,1) in Z’s
equation, GCFP [ Z affects GCFPs [Y value. Thus, kY affects ¥ ’s value transitively.

We identify parameters that, through copying, may become mutually dependent. To
this end, we use a relation ~, to indicate that GCFPs are related. Let d%, and dY, be
GCFPs; these are related, denoted d% ~ d¥%,, if n = copy(Y, 4, m) for some 4. Next,
we characterise when a set of GCFPs does not introduce mutual dependencies.



Definition 7. Let C be a set of GCFPs, and let ~* denote the reflexive, symmetric and
transitive closure of ~ on C. Assume ~ C CXxC is an equivalence relation that subsumes
~*; i.e., that satisfies ~*Crs. Then the pair (C, =) defines a control structure if for all
X ebnd(&)andall d,d € CNpar(X), ifd~d, thend = d'.

We say that a unicity constraint is a witness to a control structure (C, /) if the latter can
be deduced from the unicity constraint through Definitions 5-7. The equivalence = in
a control structure also serves to identify GCFPs that take on the same role in different
equations: we say that two parameters ¢, ¢’ € C are identical if ¢ ~ ¢/. As a last step,
we formally define our notion of a control flow parameter.

Definition 8. A formal parameter c is a control flow parameter (CFP) if there is a
control structure (C,~) such that ¢ € C.

Example 5. There is a unicity constraint that identifies that parameter i is copied to
% in our running example. Then necessarily i ~ X and thus i¥ ~ iZ for a control
structure (C, ~) with iX i € C. However, iX and i¥ do not have to be related, but we
have the option to define = so that they are. The structure ({i %, X,V ;¥ i% j%} )
for which ~ relates all (and only) identically named parameters is a control structure.

Using a control structure (C, /), we can ensure that all equations have the same set of
CFPs. This can be done by assigning unique names to identical CFPs and by adding
CFPs that do not appear in an equation as formal parameters for this equation. Without
loss of generality we therefore continue to work under the following assumption.

Assumption 1 The set of CFPs is the same for every equation in a PBES &; i.e., for all
X,Y € bnd(€), dX € par(X) isa CFPiffd¥ € par(Y) is a CFP, and d* ~ dY .

From hereon, we call any formal parameter that is not a control flow parameter a data
parameter. We make this distinction explicit by partitioning D into CFPs C and data
parameters DV . As a consequence of Assumption 1, we may assume that every PBES
we consider has equations with the same sequence of CFPs; i.e., all equations are of the
form o X (c: C,dX: DX) = px(c,dX), where cis the (vector of) CFPs, and d* is
the (vector of) data parameters of the equation for X.

Using the CFPs, we next construct a control flow graph. Vertices in this graph represent
valuations for the vector of CFPs and the edges capture dependencies on PVIs. The set
of potential valuations for the CFPs is bounded by values(cy,), defined as:

{init(ex)} U U {v € D | source(X,i,k) = vV target(X,i, k) = v}.
i€N,X ebnd(€)
We generalise values to the vector ¢ in the obvious way.

Definition 9. The control flow graph (CFG) of £ is a directed graph (V ,—) with:
- V C bnd(€) x values(c).

— — C V xNxV is the least relation for which, whenever (X,v) < (pv(px, i), w)

then for every k either:
e source(X,i, k) = vy and target(X, i, k) = wy, or



e source(X,i, k) = L, copy(X, i, k) = k and vy, = wy, or
e source(X,i, k) = L, and target(X, i, k) = wg.
We refer to the vertices in the CFG as locations. Note that a CFG is finite since the set

values(c) is finite. Furthermore, CFGs are complete in the sense that all PVIs on which
the truth of some ¢ x may depend when ¢ = v are neighbours of location (X, v).

Example 6. Using the CFPs identified earlier and an appropriate unicity constraint, we
can obtain the CFG depicted in Fig. 2 for our running example.

Implementation. CFGs are defined in terms of CFPs, which in turn are obtained from
a unicity constraint. Our definition of a unicity constraint is not constructive. However,
a unicity constraint can be derived from guards for a PVI. Computing the exact guard,
i.e. the strongest formula ¢ satisfying ¢ = o[i — (¢ A PVI(p,14))], is computationally
hard. We can efficiently approximate it such that ¢ = [i — (guard’(¢) A PVI(p,1))];
i.e., PVI(¢p, ) is relevant to ¢’s truth value only if guard’ () is satisfiable, as follows:

Definition 10. Let ¢ be a predicate formula. We define the guard of the i-th PVI in ¢,
denoted guard® (), inductively as follows:

guard’(b) = false guard'(Y) = true
guard’(Vd: D.p) = guard’(p) guard’(3d: D.p) = guard’(p)

i—npred(p) Iy
guardi(cp Ag) = {s(go) A guard' " () if i > npredEgo;

() A guard®(¢) if i < npred(y
i _ [s(=) A guard ™™ () ifi > npred(y)
guard{o V) = {swm A guard () ifi < npred(p)

where s(p) = ¢ if npred(p) = 0, and true otherwise.
Example 7. In the running example guard' (¢ x ) = true A= (i # 1) A—=(j # 1) A true.

A good heuristic for defining the unicity constraints is looking for positive occurrences
of constraints of the form d = e in the guards and using this information to see if the
arguments of PVIs reduce to constants.

S Data Flow Analysis

Our liveness analysis is built on top of CFGs constructed using Def. 9. The analysis
proceeds as follows: for each location in the CFG, we first identify the data parameters
that may directly affect the truth value of the corresponding predicate formula. Then
we inductively identify data parameters that can affect such parameters through PVIs
as live as well. Upon termination, each location is labelled by the live parameters at that
location. The set sig() of parameters that affect the truth value of a predicate formula
©, i.e., those parameters that occur in Boolean data terms, are approximated as follows:

sig(b) = FV (b) sig(Y(e)) =0
sig(p A ) = sig(p) Usig(v) sig(op V ) = sig(p) Usig(v)
sig(3d: D.p) = sig(p) \ {d} sig(Vd: D.p) = sig(p) \ {d}



Observe that sig((p) is not invariant under logical equivalence. We use this fact to
our advantage: we assume the existence of a function simplify for which we require
simplify(¢) = ¢, and sig(simplify(¢)) C sig(y). An appropriately chosen function
simplify may help to narrow down the parameters that affect the truth value of predicate
formulae in our base case; in the worst case the function leaves (¢ unchanged. Labelling
the CFG with live variables is achieved as follows:

Definition 11. Let £ be a PBES and let (V,—) be its CFG. The labelling L: V. —
P(DPF) is defined as L(X,v) = U, e L™ (X, v), with L™ inductively defined as:

LY(X,v) = sig(simplify(¢ox[c = v]))
L"H(X, v) = L"(X,v) U {d € par(X) NDPF | 3ie N, (Y,w) eV :

(X,v) 5 (Y,w) A3d, € L™(Y,w) : d € FV(argy(¢x,i))}

The set L(X, v) approximates the set of parameters potentially live at location (X, v);
all other data parameters are guaranteed to be “dead”, i.e., irrelevant.

Example 8. The labelling computed for our running example is depicted in Fig. 2. One
can cheaply establish that k# ¢ L°(Z, 1,2) since assigning value 2 to jZ in Z’s right-
hand side effectively allows to reduce subformula (k < 10 V j = 2) to true. We have
1€ L'(Z,1,2) since we have k¥ € L°(Y,1,1).

A parameter d that is not live at a location can be assigned a fixed default value. To this
end the corresponding data argument of the PVIs that lead to that location are replaced
by a default value init(d). This is achieved by function Reset, defined below:
Definition 12. Ler £ be a PBES, let (V,—) be its CFG, with labelling L. The PBES
Resetr, (£) is obtained from E by replacing every PVI X (e, €’) in every px of € by the
Jormula N\, ayes(e) (v # €V X(e, Reset(LX’v) (e’))). The function Reset(LX’v)(e') is
defined positionally as follows:

ifd; € L(X,v) we set Reset' ") (e); = €/, else Reset'™ ") (e’); = init(d,).

Resetting dead parameters preserves the solution of the PBES, as we claim below.

Theorem 1. Let £ be a PBES, and L a labelling. For all predicate variables X, and
ground terms v and w: [E](X ([v], [w])) = [Resetr (E)[(X ([v], [w])).

Proof sketch. We define a relation R such that (X, [v], [w])RE (Y, [v], [w’]) if and
only if X =Y, [v] = [v'], and Vd, € L(X,v) : Jwy] = [w’s]. This relation is a
consistent correlation [15]; the result then follows. See [9] for a detailed proof. O
As a consequence of the above theorem, instantiation of a PBES may become feasible
where this was not the case for the original PBES. This is nicely illustrated by our
running example, which now indeed can be instantiated to a BES.

Example 9. Observe that parameter k% is not labelled in any of the Z locations. This
means that X’s right-hand side essentially changes to:

(i £ 1V # 1V X(2,j, b, L+ 1)A
Ym: N.(i 1V Z(i,2,1,k)) AVm: N.(i #2V Z(i,2,1,k))
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Since variable m no longer occurs in the above formula, the quantifier can be elim-
inated. Applying the reset function on the entire PBES leads to a PBES that we can
instantiate to a BES (in contrast to the original PBES), allowing us to compute that the
solution to X (1, 1,1, 1) is ¢true. This BES has only 7 equations.

6 Optimisation

Constructing a CFG can suffer from a combinatorial explosion; e.g., the size of the CFG
underlying the following PBES is exponential in the number of detected CFPs.

vX(i1,...,in: B) = (i1 A X(false,...,i,)) V (i1 A X (true, ... i,))V
<oV (i A X (i1, ..., false)) V (i A X (49, ..., true))

In this section we develop an alternative to the analysis of the previous section which
mitigates the combinatorial explosion but still yields sound results. The correctness of
our alternative is based on the following proposition, which states that resetting using
any labelling that approximates that of Def. 11 is sound.

Proposition 1. Let, for given PBES &, (V,—) be a CFG with labelling L, and let L'
be a labelling such that L(X,v) C L'(X,v) for all (X,v). Then for all X, v and w:
[E1(X([v], [w])) = [Reset (&) (X ([v], [w]))
The idea is to analyse a CFG consisting of disjoint subgraphs for each individual
CFP, where each subgraph captures which PVIs are under the control of a CFP: only
if the CFP can confirm whether a predicate formula potentially depends on a PVI,
there will be an edge in the graph. As before, let £ be an arbitrary but fixed PBES,
(source, target, copy) a unicity constraint derived from £, and ¢ a vector of CFPs.
Definition 13. The local control flow graph (LCFG) is a graph (V'!, <) with:
- Vi={(X,n,v) | X €bnd(&) An < |c| Av € values(c,)}, and
— C VI N x Vs the least relation satisfying (X, n,v) — (pv(¢x, i), n,w) if:
e source(X,4,n) = v and target(X,i,n) = w, or
e source(X,i,n) = L, pv(px,i) # X and target(X,i,n) = w, or
e source(X,i,n) = L, pv(px,i) # X and copy(X,i,n) =nand v = w.
We write (X, n,v)—» if there exists some (Y, m,w) such that (X, n,v)— (Y, m,w).
Note that the size of an LCFG is O(|bnd(&)]| x |¢| x max{|values(ci)| | 0 < k < |c|}).

Example 10. For our running example, we obtain the following LCFG.

11



We next describe how to label the LCFG in such a way that the labelling meets the
condition of Proposition 1, ensuring soundness of our liveness analysis. The idea of
using LCFGs is that in practice, the use and alteration of a data parameter is entirely
determined by a single CFP, and that only on “synchronisation points” of two CFPs
(when the values of the two CFPs are such that they both confirm that a formula may
depend on the same PVI) there is exchange of information in the data parameters.

We first formalise when a data parameter is involved in a recursion (i.e., when the
parameter may affect whether a formula depends on a PVI, or when a PVI may modify
the data parameter through a self-dependency or uses it to change another parameter).
Let X € bnd(€) be an arbitrary bound predicate variable in the PBES £.

Definition 14. Denote PVI(¢x, 1) by Y (e). Parameter d; € par(X) is:
— used for Y(e) ifd; € FV(guard’(px));
- used in Y (e) if for some k, we have d; € FV (er), (k#jif X =Y);
- changed by Y'(e) ifboth X =Y and d; # e;.

Example 11. In the running example, k is used for PVI(py, 1). Parameter [ is used in
PVI(¢z,1) and it is changed by PVI(¢x, 1).

The PVIs using or modifying some data parameter constitute the parameter’s dataflow.
A data parameter belongs to a CFP if its complete dataflow is controlled by that CFP.

Definition 15. CFP c; rules PVI(px, i) if (X, j,v) < for some v. Let d € par(X) N
DPP be a data parameter; d belongs to c; if and only if:

— whenever d is used for or in PVI(¢x,1), ¢; rules PVI(px, 1), and

— whenever d is changed by PVI(¢x 1), ¢; rules PVI(¢x, 7).
The set of data parameters that belong to c; is denoted by belongs(c;).

Example 12. In all equations in our running example, k£ and [ both belong to both
and j. Consider, e.g., PVI(¢x, 2), for which k is used; this PVI is ruled by ¢, which is

witnessed by the edge (X, i, 2) 2 (Z,4,2).

By adding dummy CFPs that can only take on one value, we can ensure that every data
parameter belongs to at least one CFP. For simplicity and without loss of generality, we
can therefore continue to work under the following assumption.

Assumption 2 Each data parameter in an equation belongs to at least one CFP.

We next describe how to conduct the liveness analysis using the LCFG. Every live data
parameter is only labelled in those subgraphs corresponding to the CFPs to which it
belongs. The labelling itself is constructed in much the same way as was done in the
previous section. Our base case labels a vertex (X, n, v) with those parameters that be-
long to the CFP and that are significant in ¢ x when c,, has value v. The backwards
reachability now distinguishes two cases, based on whether the influence on live vari-
ables is internal to the CFP or via an external CFP.

12



Definition 16. Let (V! <) be a LCFG for PBES E. The labelling L,: V! — P(DP?)
is defined as Ly)(X,n,v) = Uyey L7 (X, n,v), with L} inductively defined as:

LY(X,n,v) = {d € belongs(c,) | d € sig(simplify(¢x[c, = v]))}
LYTY(X,n,v) = LF(X,n,v)
U{d € belongs(cy,) | 3i,w such that 3dY € L¥(Y,n,w) :
(X, n,v) = (Y,n,w) Ad € FV(arg,(px,i))}

U{d € belongs(c,,) | 3i,m,v', w’ such that (X,n,v) <
A3dY € L¥F(Y,m,w') : d¥ ¢ belongs(c,,)

A (X, m,v") < (Y,m,w') Ad € FV(arg,(¢x,i))}

Example 13. In the LCFG for the running example, initially & occurs in the labelling
of all Y and Z nodes, except for (7, j,2), since when j = 2, k < 10V j = 2 is satisfied
regardless of the value of k. The final labelling is shown in the graph in Example 10.

On top of this labelling we define the induced labelling L,(X,v), defined as d €
L,(X,v) iff for all k£ for which d € belongs(ci) we have d € L,(X,k,vy). This
labelling over-approximates the labelling of Def. 11; i.e., we have L(X, v) C L,(X, v)
for all (X, v). The induced labelling L, can remain implicit; in an implementation,
the labelling constructed by Def. 16 can be used directly, sidestepping a combinatorial
explosion. Combined with Prop. 1, this leads to the following theorem.

Theorem 2. We have [E](X ([v], [w])) = [Reset, (&)[(X([v], [w])) for all predi-
cate variables X and ground terms v and w.

Example 14. Using the labelling from Example 13, we obtain L,(Z,v,2) = {l} for
v € {1,2}, and L;(X,v) = {k} for all other X, v. Observe that, for the reachable part
shown in Figure 2, this coincides with the labelling obtained using the global algorithm.
For the example, this analysis thus yields the same reduction as the analysis in Section 5.

7 Case Studies

We implemented our techniques in the tool pbesstategraph of the mCRL2 toolset [4].
Here, we report on the tool’s effectiveness in simplifying the PBESs originating from
model checking problems and behavioural equivalence checking problems: we compare
sizes of the BESs underlying the original PBESs to those for the PBESs obtained after
running the tool pbesparelm (implementing the techniques from [12]) and those for
the PBESs obtained after running our tool. Furthermore, we compare the total times
needed for reducing the PBES, instantiating it into a BES, and solving this BES.

Our cases are taken from the literature. We here present a selection of the results.
For the model checking problems, we considered the Onebit protocol, which is a com-
plex sliding window protocol, and Hesselink’s handshake register [8]. Both protocols
are parametric in the set of values that can be read and written. A selection of proper-
ties of varying complexity and varying nesting degree, expressed in the data-enhanced
modal p-calculus are checked.? For the behavioural equivalence checking problems, we

3 The formulae are contained in [9]; here we use textual characterisations instead.

13



Table 1. Sizes of the BESs underlying (1) the original PBESs, and the reduced PBESs using (2)
pbesparelm, (3) pbesstategraph (global) and (4) pbesstategraph (local). For the original
PBES, we report the number of generated BES equations, and the time required for generating and
solving the resulting BES. For the other PBESs, we state the total reduction in percentages (i.e.,
100 (|original| — |reduced|) /|original|), and the reduction of the times (in percentages, com-
puted in the same way), where for times we additionally include the pbesstategraph/parelm
running times. Verdict / indicates the problem has solution true; X indicates it is false.

Sizes Times Verdict

Original parelm st.graph st.graph Original parelm st.graph st.graph
| D] (global) (local) (global) (local)

Model Checking Problems

No deadlock

Onebit 2 81,921 86% 89% 89% 157  90% 85% 90% V4
4 742,401 98% 99% 99% 188.5 99% 99% 99% V4

Hesselink 2 540,737  100% 100%  100% 649  99% 95% 99% v
3 13,834,801 100% 100%  100% 2776.3  100% 100%  100% Vv

No spontaneous generation of messages

Onebit 2 185,089 83% 88% 88% 364  87% 85% 88% v
4 5,588,481 98% 99% 99% 11784  99% 99% 99% va

Messages that are read are inevitably sent

Onebit 2 153,985 63% 73% 73% 308  70% 62% 73% X
4 1,549,057 88% 92% 92% 369.6 89% 90% 92% X

Messages can overtake one another

Onebit 2 164,353 63% 73% 70% 364 70% 67% 79% X
4 1,735,681 88% 92% 90% 3320 88% 88% 90% X

Values written to the register can be read

Hesselink 2 1,093,761 1% 92% 92% 132.8 -3% 90% 91% v
3 27,876,961 1% 98% 98% 53629  25% 98% 99% Vv

Equivalence Checking Problems

Branching bisimulation equivalence

ABP-CABP 2 31,265 0% 3% 0% 39 -4%  -1880% -167% Vv
4 73,665 0% 5% 0% 8.7 1% -1410%  -72% Vv

Buf-Onebit 2 844,033 16% 23% 23% 112.1 30% 28% 31% Vv
4 8,754,689 32% 44% 44% 1344.6 35% 44% 37% v

Hesselink I-S 2 21,062,529 0% 93% 93% 4133.6 0% 74% 91% X

Weak bisimulation equivalence

ABP-CABP 2 50,713 2% 6% 2% 53 2%  -1338% -136% V4
4 117,337 3% 10% 3% 13.0 4% -862%  -15% Vv

Buf-Onebit 2 966,897  27% 33% 33% 111.6  20% 29% 28% v
4 9,868,225 41% 51% 51% 1531.1 34% 49% 52% v

Hesselink I-S 2 29,868,273 4% 93% 93% 5171.7 7% 79% 94% X

considered a number of communication protocols such as the Alternating Bit Protocol
(ABP), the Concurrent Alternating Bit Protocol (CABP), a two-place buffer (Buf) and
the aforementioned Onebit protocol. Moreover, we compare an implementation of Hes-
selink’s register to a specification of the protocol that is correct with respect to trace
equivalence (but for which currently no PBES encoding exists) but not with respect to
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the two types of behavioural equivalence checking problems we consider here: branch-
ing bisimilarity and weak bisimilarity.

The experiments were performed on a 64-bit Linux machine with kernel version
2.6.27, consisting of 14 Intel® Xeon(c) ES520 Processors running at 2.27GHz, and
1TB of shared main memory. In this system 7 servers are aggregated to appear as a
single machine using vSMP software (each node has 2 CPUs and 144GB of main mem-
ory). In our experiments we run up to 24 tools simultaneously, but within each tool no
multi-core features are used. We used revision 12637 of the mCRL2 toolset.*

The results are reported in Table 1; higher percentages mean better reductions/-
smaller runtimes. The experiments confirm our technique can achieve as much as an
additional reduction of about 97% over pbesparelm, see the model checking and
equivalence problems for Hesselink’s register. Compared to the sizes of the BESs un-
derlying the original PBESs, the reductions can be immense. Furthermore, reducing the
PBES using the local stategraph algorithm, instantiating, and subsequently solving it
is typically faster than using the global stategraph algorithm, even when the reduction
achieved by the first is less. For the equivalence checking cases, when no reduction is
achieved the local version of stategraph sometimes results in substantially larger run-
ning times than parelm, which in turn already adds an overhead compared to the origi-
nal; however, for the cases in which this happens the original running time is around or
below 10 seconds, so the observed increase may be due to inaccuracies in measuring.

8 Conclusions and Future Work

We described a static analysis technique for PBESs that uses a notion of control flow to
determine when data parameters become irrelevant. Using this information, the PBES
can be simplified, leading to smaller underlying BESs. Our static analysis technique
enables the solving of PBESs using instantiation that so far could not be solved this
way as shown by our running example. Compared to existing techniques, our new static
analysis technique can lead to additional reductions of up-to 97% in practical cases, as
illustrated by our experiments. Furthermore, if a reduction can be achieved the tech-
nique can significantly speed up instantiation and solving, and in case no reduction is
possible, it typically does not negatively impact the total running time.

Several techniques described in this paper can be used to enhance existing reduc-
tion techniques for PBESs. For instance, our notion of a guard of a predicate variable
instance in a PBES can be put to use to cheaply improve on the heuristics for constant
elimination [12]. Moreover, we believe that our (re)construction of control flow graphs
from PBESs can be used to automatically generate invariants for PBESs. The theory on
invariants for PBESs is well-established, but still lacks proper tool support.
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